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Abstract—A system that records changes made to a file is
called a Version Control System (VCS). Even thought VCSs
may store all kind of files, we focus on changes made to
polygonal meshes files. Our method allows the user to track
the history of topological and geometrical changes to part
of a model. This part is selected through a bounding box
selection mechanism, and the user can track the change-sets
of the selected mesh subset, i.e., the user can see the difference
between any consecutive versions of the modeling sequence.
With that mechanism, it is possible to construct a sub-tree
associated with the selected region to serve as a tutorial on
how that part was modeled. That sub-tree also allows the user
to undo local changes that do not propagate to the whole mesh.
That, so called, bounded undo is an important feature of our
method. Despite the important contributions, we also point out
some current limitations to our method and discuss ways that
might overcome them.

Keywords-mesh editing; modeling.

I. INTRODUCTION

Our problem is how to allow an artist to undo unwanted
changes on a polygonal mesh respecting spatial constraints.
Currently 3D modelers allow to undo changes, but only
linearly in time. This imposes an order, as such, more than5

an artist wants can be removed.
The data structure that stores changes made to a polygonal

mesh is a version control tree (VCT). VCT implicitly infers
a hierarchy of dependence between operations, which means
that removing a node forces dependent nodes to be removed.10

While traversing a VCT, we find that the numbering of
faces and vertices may change, egde conections may differ,
and overlapping elements and non-manifold structures may
emerge. Our algorithm is able to deal with all those cases.

Contribution: Our method offers two main contribu-15

tions. First, it generates specialized sub-trees for any mesh
regions, which are useful for tutorials. Second, it offers
bounded undo in a mesh VCS, i.e., it allows the user to select
a region of the mesh, and reverse the effects of modeling
changes restricted to the selected region (to undo features20

from a mesh). For instance, we are able to remove a nose
without creating holes or necessarily changing its topology
(Figure 1).

In the Section II, we present a brief history for version
control systems, and an overview of existing methods. Then,25

we describe our method in the Section III, show our results
in the Section IV, and summarize our method as well as
discuss future work in the Section V.

II. BACKGROUND AND RELATED WORK

Version control system: A version control system30

(VCS) is a tool that allows tracing changes made on data. In
this paper, VCSs for 3D meshes are referred to as 3D VCS.

Categories of 3D VCS methods: We can sort the
methods available for 3D VCS in three categories:

• Database[1], [2], [3], [4]: in which modeling software35

deal with mesh data either by storing their information
in data files, or by generating a sequence of mesh
commands on the fly. These methods try to determine
the best course to follow.

• Visualization[5], [6], [7], [8]: These methods seek to40

measure the editing frequency of mesh regions in the
mesh construction sequence, or to display meshes in
the most human-readable way possible by studying and
analyzing the data.

• Geometry Processing [9], [10], [11], [12], [13]: in45

which the properties of the mesh are used in order to
improve the descriptive power of the VCS. The systems
in this category use an enriched version control tree
to generate new meshes or to determine provenance
according to which kind of information they add or50

extract from the mesh.
Previous to our work, Denning et al.[6] proposed a way of
gathering commands by frequency for building a tutorial,
and later Denning and Pellacini [10] worked on a merge
algorithm for 3D version control systems using mesh edit55

distance. Dobǒs working in the area of 3D VCS [14], uses
clustering based on time for provenance [12], and developed
a merge algorithm using scene graphs [9]. However, most of
his work relates to the database category [2], [3]. His thesis
summarizes most of his previous works [13] for further60

information.
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Figure 1: The construction sequence of the left wing from a spaceship’s mesh (a partial tutorial; Subsection IV-A): a)
Extruding faces; b) Moving vertices; c) Extruding faces; d) Moving vertices; e) Moving faces; f-g) Smoothing mesh.
Bounded undo (h) was achieved by selecting the left wing (orange bounding-box), and undoing steps (e), (d), (c) and (b).
Green faces are in the change-set (i.e., difference between two meshes on the original sequence); and gray faces are constant
and outside the change-set. Notice that a simple undo cannot achieve the result shown in (h), because there are other steps
between the operations shown.

Our method – to extract spatial subsets from a version
control tree and using them for bounded undo – is in
the geometry processing category. Existing methods on this
category are unsuitable for bounded undo due to their65

ways of clustering data that are unaware of spatial changes
(frequency, and scene graphs). For instance, Denning [11]
allows highlighting features from models, but does not con-
sider features that may be disconnected, or inside the mesh
(for instance, undoing a mouth using his method may leave70

teeth behind the scene). Moreover, because his technique
does not have a classification method for operations, an
undo operation affects other operations that must not be
removed (global operations, explained later). The same is
also true to the technique from Dobǒs [13], due to his scene75

graph analysis only dealing with low level features. The most
recent works from Denning and Pellacini [10], [11] continue
clustering data by frequency.

Unrelated to 3D VCS, the works by Funkhouser et al.[15]
and Zheng et al.[16] hold some similarities to ours, but lack80

a gradual spatial selection, and is unconcerned with change-
sets. Notice that we gather changes on a volumetric region
along the production of a graphic asset. And our method can
work together with the method of Denning et al.[6]; while
their method is a good way of displaying mesh construction,85

it is unable to gather changes by volumetric mesh regions.
In the next section, we detail our method (Section III).

III. METHOD

In the following subsections, we discuss the concepts
(Subsection III-A), the prerequisites (Subsection III-B), and90

the overview of the algorithm (Subsection III-C). Then, we
present its steps: classification of operations (Subsection

III-D), the propagation of the selection (Subsection III-E),
and the sub-tree generation process (Subsection III-F). Fi-
nally, we present a synthetic view of the algorithm (Subsec-95

tion III-G).

A. Concepts

This subsection describes necessary concepts for under-
stating our work.

Version Control Tree (denoted E): The data structure100

used by version control systems is a version control tree
(VCT): a set of connected nodes without cycles. The tree
is also a directed acyclic graph (DAG) [17] if a tree has
orientation between nodes. A DAG may serve as input to our
algorithm, but, throughout this paper, a version tree refers105

to a VCT.
Node (denoted t ∈ N): A unit of information, which

contains ids, labels, relations with other nodes, and high-
level API functions, i.e., software-specific functions (with
their parameters).110

Operation (denoted OP ): Mesh reshaping through
insertion, deletion, or transformation of a mesh subset.
Examples of operations are deleting a face, rotating a part
of a mesh, adding hair details to a given mesh, etc.

Change-set (denoted ∆): The result of an operation,115

i.e., the set of differences between two meshes on the same
tree (the mesh before and after an operation). All mesh
elements (i.e., vertices, edges, and faces) changed by an
operation belong to a change-set, which implies its spatial
volume.120

Construction sequence: A path on the tree: a sequence
of nodes that goes from the root to a leaf. A set of operations
made in a prefined order, e.g., 0, 1, ..., t− 1, t.
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Figure 2: Overview of our algorithm (Subsection III-C) with the original tree in gray as its input: a) In green, all nodes
of the original tree are enriched with the information of its change-set and a classification; b) A bounding-box selection
is made and propagated, each node (with its change-set) that intersects with the propagated selection is in yellow; c) All
non-marked nodes are discarded to obtain the sub-tree.

Version (denoted V): The resulting mesh of a construc-
tion sequence, i.e., a mesh after all change-sets are applied125

to the mesh at the beginning of the sequence.
In the next subsection, we present the prerequisites to our

algorithm (Subsection III-B).

B. Prerequisites

The required inputs to our method are a version tree (or130

a DAG) and a selection. All commands issued by the user,
while using some modeling software, must be stored in a
VCT. The root of a version tree contains an API function
that inserts, for instance, a cube or a triangle in the scene,
and every API function applied to the initial object becomes135

a node in the version tree.
Operations from the version tree must have input param-

eters (a mesh region), and an API function [18] from a 3D
modeler(Figure 3). They must also guarantee atomicity, i.e.,
if two or more API functions use the same parameters, then140

the software that is building the VCT must save each API
function with its parameters. An operation is just the API
function when parameters are unnecessary.

Our method extracts a change-set from each operation;
therefore, parameters inside a node must contain all elements145

(i.e., faces, edges and vertices) on which the API function
acts. A connection between attributes of the elements, anal-
ogous to the one Maya allows [19], is also a parameter to
the purpose of this paper. In the next subsection, we give an
overview of our algorithm (Subsection III-C).150

C. Overview of the algorithm

Our algorithm uses as input a version tree and a bounding-
box selection (with an index for a VCT node) and proceeds
as follows (Figure 2): first, the change-sets of the operations
are found and VCT nodes are classified as local or as global155

Mt−1 Input Parameters API function

OPt

Figure 3: An operation (OPt) in a node from the version
tree acts upon a state of the mesh (Mt−1) and requires its
input parameters (in orange) and an API function from the
modeler (Subsection III-B).

(Subsection III-D); second, the input bounding-box selection
is propagated upwards and downwards in the version tree
according to the classification obtained from the first step
(Subsection III-E) – depth-first search [20] was used to visit
every node – and intersections between the propagated160

selection and the change-set for each node are computed;
last, a sub-tree (i.e., a subset of the tree) is generated
with nodes that belong to any non-empty intersection set
(Subsection III-F).

Figure 2 provide a graphical overview of our algorithm.165

In the next subsections, we detail these three steps, starting
with the classification of the operations (Subsection III-D).

D. Classification of the operations

We have first traversed the whole VCT, generating meshes
from each node. Geometric hashing[21] allow us to use170

coordinates of a vertex as an index (coordinates are used
as entries in a formula to output an index which references
a fixed-size array), and to find a mapping set of vertices be-
tween all related meshes (parent and child) in a construction



St−1

St

Mt−1 Mt

OPt

OPt
−1

Figure 4: Evolution of the selection with a single operation
on the mesh (Subsection III-E): assuming that t− 1 is the
parent of the node t without loss of generality, whenever
the operation OPt : Mt−1 →Mt is global and modifies the
geometry, the corresponding selection St−1 is transformed
into St by the same operation. When propagating upwards,
the operation OPt

−1 is used to transform St into St−1. The
color palette is the same as Figure 7 uses.

sequence. This means we know how each vertex that has not175

changed maps from one node to another. After this process is
done, we have used the complement of mapped-set to obtain
the change-set. Notice that this change-set can be found in
both parent and child node (complement is obtained from
both nodes).180

Vertices that do change can be associated to the previous
ones by propagating topology from mapped vertices, and,
since we know change-sets from both parent and child,
by mapping parent-change-set volume with child-change-
set volume by hierarchical subdivision of volume[22]185

(bounding-boxes[23] around change-sets are divided recur-
sively until all vertices are mapped respecting topology).

A mapping set allow us to classify a change-set in a
node (denoted ∆U (OPt)) as global, if the change-set region
contains the whole mesh, or, as local if it does not. Global190

operations determine implicitly points in a VCT where
mapping vertices start and stop, and because of this, they
cannot be removed. Each global operation is a root node of
its own change-set-tree.

E. Propagation of the selection195

A spatial selection is made using a Bounding Box (BB
[23]) over a version following the classification of opera-
tions (Subsection III-D). This selection is then propagated
upwards toward the root and then downwards traversing the
entire tree (Figure 5); hence, every node of the tree has200

a selection associated with it. This is done to keep track
of the selected volume. Selections are affected by specific
global operations that alter the mesh geometry – translation,
rotation, shearing, scaling, etc (Figure 4).

F. Sub-tree Generation205

The specialized sub-tree is generated after the propagation
of the selection (Subsection III-E) by traversing the whole
tree as well as testing which change-set vertices are inside

a) St

b) OPt
−1

c) OPt

Figure 5: The propagation of a selection (Subsection III-E):
visited nodes are in orange and unvisited nodes in gray.
The input step is a bounding-box selection at a node t
(a). From there, the spatial selection is propagated upwards
by applying the inverse of global operations when needed
(b). Then, the selection is propagated downwards using,
whenever necessary, the same geometrical transformations
applied to the mesh (c).

or outside the corresponding spatial selection for each node;
and, if necessary, by also testing intersection between their210

faces (denoted ∆St(OPt)). To speed up this process another
kind of hierarchical subdivision of space is used, so that tests
can be performed locally [24].

A node is inserted into the sub-tree if it produced a
change-set inside the volume defined by the selection; once a215

tree is traversed, a sub-tree is obtained, and can be modified.
It is possible to display the original version of the main tree
and the specialized sub-tree (Figure 7).

Bounded Undo: To remove operations based on a mesh
region from a version tree implies removing local nodes220

from the generated sub-tree after all previous steps. Any
bounded undo operation to the sub-tree is applied by making
the node transparent in the main tree: the parent of the
undone node becomes the parent of its children. If necessary,
interaction with the sub-tree generates a warning of possible225

data loss from deleting global nodes in the sub-tree (local
nodes can still be removed). In the next subsection, the
whole algorithm for finding the specialized sub-trees is
presented (Subsection III-G).

G. Algorithm230

The algorithm for extracting the sub-tree (Algorithm 1) is
described in the following. Given a subset U ⊆ R3, assume
a single spatial selection St exists such that ∀t≤n : (U ⊃ St,
Mt(Ft, Vt)), where t, n ∈ N; St is initially an axis-aligned
bounding box; Mt is a mesh, i.e. a pair of a set of faces Ft235

as well as a set of vertices Vt; n is the number of nodes in
a VCT, and M0 = ∅.

Next, assuming that t− 1 is the parent of the node t
without loss of generality and y ∈ {F, V }, we define as
follows: the version tree E as the union of all operations240

E =
⋃n

t=0 OPt; an operation OPt : Mt−1 →Mt as

OPt = {x ∈ P(Λ) | Λ = {∀t :
⋃

{D(y), I(y), T (Vt−1)}}},
(1)

where P(Λ) is the power set of Λ, D : Mt → Mt − {y}
and I : Mt → Mt ∪ {y} are respectively the deletion and



the insertion of objects, T:R3 → R3 is a transformation; and
the region affected by a spatial selection as245

∆St(OPt) =

t⋃
i=t−1

{yi ∈ Mi | (yt−1 6= yt)∧((Fi ∩Si)∨(Vi ∈ Si))}.

(2)
All operations inside the version tree set E are analyzed

accordingly to the change-set regions ∆U (Equation 2) in
steps 1 to 5. When operations affect the whole subset U
– rigid body transformations, scaling, shearing, etc – they
are classified as global; otherwise they are classified as local250

ones. The method propagates the input selection (step 6) for
previous nodes in a path (steps 9 to 15); going upwards in
the version tree and applying on Snode the inverse matrix
in OP−1

node if it is a global node. Finally, in steps 17 to
26, the method finishes creating the spatial selection for255

unvisited nodes (downwards into the version tree), discovers
which regions intersect with the selection ∆Snode

at Step 22
(Equation 2), and produces the set ES . In the next section,
we present the obtained results with this algorithm (Section
IV).260

Algorithm 1 Calculate ES ⊂ E

1: for each node of E do
2: type(OPnode)← local
3: if ∆U (OPnode) ⊃Mnode then
4: type(OPnode)← global

5: St ← BB selection in a version (node t)
6: node← t
7: previousNode← parent(node)
8: while node 6= root do
9: SpreviousNode ← Snode

10: if type(OPnode) == global then
11: SpreviousNode ← OP−1

node(Snode)

12: node← previousNode
13: previousNode← parent(node)

14: node← root
15: while node 6= t do
16: if Snode == ∅ then
17: previousNode← parent(node)
18: Snode ← SpreviousNode

19: if type(OPnode) == global then
20: Snode ← OPnode(SpreviousNode)

21: if ΛSnode
(OPnode) 6= ∅ then

22: ES ← ES ∪OPnode

23: node← node + 1

IV. RESULTS

In this section, we describe obtained results from tutorials
as well as bounded undo (Subsections IV-A and IV-B) and
discuss the limitations of the current algorithm (Subsection
IV-C).265

Figure 6: Versions of 3 meshes in a VCS and spatial selec-
tions (in orange) associated with each one of them. Through
some of these selections, we have extracted specialized sub-
trees for creating the tutorials (Subsection IV-A) and for
applying the feature of bounded undo (Subsection IV-B).

Table I: Compairison of our algorithm and Denning’s.

Mesh Deltas Timing
Ours 3DFlow

Helmet 1321 1.7s 5s
Hydrant 691 1.25s 4s
Robot 1810 8s 15s
Shark 1457 1.1s 6s
Biped 1267 0.45s 5s

A. Creating a tutorial

A tutorial is an account or explanation of a subject, printed
or on a computer screen, intended for private study. Our
tutorial is made of an image printed on a display device
with a brief explanation on each step to teach how a specific270

region was created. However, a specialized sub-tree must
be found before a modeling tutorial is created. Using a
BB selection over a mesh region (in a version; Figure 6),
our algorithm extracted all necessary nodes; the obtained
construction sequences from the sub-tree are examples of275

tutorials such as the wings from the spaceship mesh (Figure
1), the front legs as well as the ears of the horse mesh (Figure
7), and the mustache of Don Quixote mesh (Figure 9). Next,
we show the results from the bounded undo (Subsection
IV-B).280

B. Bounded undo

To achieve bounded undo, we have used a bouding-
box (BB) as a spatial selection over a mesh volume in a
version (Figure 6) to obtain a specialized sub-tree. Then, we
removed some or all sub-tree nodes to make new versions285

in the VCT. For instance, we have removed some details
from the wings of the spaceship mesh, which created a
new version as can be seen in Figure 8; no modeling was
necessary at all.

Albeit we have selected just the left wing (Figure 6), since290

some undone operations extended to both wings (Figure 1),
the bounded undo affected both of them (Figures 8c and 8d).

In the best scenario, operations are limited to the interior
of the selection; an example is the construction sequences
of the front legs from the horse mesh (Figure 7). We also295



Table II: Analysis of the algorithm. O: original VCT; E: enriched tree; S: specialized tree; and T : specialized sub-tree
(Figure 2)

Mesh A selection No. of nodes: sub-tree / VCT Timing
O → E E → S S → T

Spaceship Vertical Stabilizer 8 / 92 <1s <1s <1s
Left Wing 16 / 92 <1s <1s <1s

Horse Ears 147 / 1196 <1s 1.4s <1s
Head 353 / 1196 <1s 1.7s <1s

Front Legs 104 / 1196 <1s 1.5s <1s
All Legs 210 / 1196 <1s 1.8s <1s

Don Quixote Mustache 177 / 1648 <1s 5.2s <1s
Goatee 144 / 1648 <1s 5.2s <1s

Left Hand 110 / 1648 <1s 5.4s <1s
Legs 134 / 1648 <1s 7.3s <1s
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Figure 7: This image illustrates how tutorials (Subsection
IV-A) are made: two specialized sub-trees were generated
from the main version tree of the horse mesh. Nodes in yel-
low show that they have preserved their original relationship
on the sub-tree, while other nodes in orange show that they
have changed. The full tree from the mesh (in the middle)
has 1096 nodes, the sub-tree from selecting the ears has 147
nodes (bottom left) and the sub-tree from selecting the front
legs has 104 nodes (top right). Orange faces belong only
to the selected region; green faces belong to the change-set;
yellow faces belong to the change-set as well as the selected
region; gray faces are apart from the change-set as well as
the selection.

(a) Vs.1

(b) Vs.1(Vs.2) (c) Vs.1(Vs.3) (d) Vs.1(Vs.4)

Figure 8: Changing a specialized sub-tree, we achieved the
bounded undo (Subsection IV-B): a) An unchanged version
Vs.1; b) The version Vs.1 after removing all operations on
the vertical stabilizer Vs.1(Vs.2); c) The version Vs.1 after
removing some operations on the wings Vs.1(Vs.3); d) The
version Vs.1 after removing some operations on the wings
and some (a subset) on the vertical stabilizer Vs.1(Vs.4).

have removed the ears from the horse mesh (Figure 11) and
some details from the Don Quixote mesh: mustache (Figures
9 and 10b), goatee (Figure 10c), and hair (Figure 10d).

In all examples, we have applied the bounded undo to
the original version by deleting nodes from the sub-tree, but300

notice that the affected versions within a VCT depend on
the undone, local operations. The removed nodes became
invisible in the main tree, but it was possible to restore
undone nodes from the sub-tree and the previous state of
the VCT. In the following Subsection, we discuss the current305

limitations of the algorithm (Subsection IV-C).

C. Discussion

Storing all changes made by an artist in a VCS may be
seen as a limitation if someone stores all meshes. However,
a function with its parameters, as we require, has its size310

comparable to a single line of a text file (around 1024 bytes).
As such, if the artist works over 40 hours a week, executing
a function each second, we expect to have 144 MB of data
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Figure 9: This sequence illustrates the bounded undo feature
(Subsection IV-B), explained under the divide-and-conquer
paradigm: The sub-tree is extracted (177 nodes) from the
main tree with 1648 nodes (divide); two nodes are removed
from the sub-tree that is merged back in the main tree
(conquer). The node 1647 in yellow shows a version Vq.1

and his modified version Vq.1(Vq.2) after the process is
completed (Figures 8, 10, and 11 shows more examples
of this process). The meshes use the same color palette as
Figure 7 does.

per week, in a year we shall have approximately 7 GB of
storage, which any regular hard disk is able to handle. Please315

notice, that textures or images, as well as any other files that
may exist in the VCS do not matter to our algorithm, only
geometric data.

Our algorithm has limitations: the specialized sub-tree
may contain operations that extend beyond the desired320

area. For illustration, a specialized sub-tree was generated
selecting the space around the mustache with a BB (Figure
6). However, since this selection intersects with part of the
face (Figure 10a), some operations that are unrelated to the
mustache are present in the sub-tree. In practice, this is325

insignificant to the size of the sub-trees, which remained
smaller than the whole version tree – the sub-tree being a
member from the power set of the VCT. The decrease on
its size was up to over 90% (Table II) while its display and
interaction improved.330

A bounded undo may affect more than the desired area
if the change-set is greater than the selected volume (tres-
passing the boundary). For instance, the left wing from
the spaceship mesh was selected (Figure 1), however, some
nodes had operations affecting both wings (their attributes335

were connected). Therefore, the removal of operations from
the left wing has also affected the right wing (Figure 8).

Some objects in the scene may need to be removed
after the bounded undo. For instance, the mustache of Don
Quixote mesh was first created as a sphere that was dragged340

and transformed in the scene (Figure 9). Therefore, a sphere
is left on the associated versions if we remove all operations

(a) Vq.1

(b) Vq.1(Vq.2) (c) Vq.1(Vq.3) (d)
Vq.1(Vq.4)

Figure 10: Changing a specialized sub-tree, we achieved the
bounded undo (Subsection IV-B): a) An unchanged version
Vq.1; its color palette is the same as Figure 7 uses; b)
The version Vq.1 after removing operations on the mustache
Vq.1(Vq.2); c) The version Vq.1 after removing all operations
on the goatee Vq.1(Vq.3); d) The version Vq.1 after removing
all operations on the goatee and on the hair Vq.1(Vq.4).

(a) Vh.1 (b) Vh.1(Vh.2)

Figure 11: Changing a specialized sub-tree, we achieved the
bounded undo (Subsection IV-B): a) An unchanged version
Vh.1; b) The version Vh.1 after removing all operations on
the ears Vh.1(Vh.2).

associated with the mustache.
Traversing the whole version tree while performing geo-

metrical operations requires time (Table II), and our algo-345

rithm was parallelized to increase its speed, and we have run
multiple selections at a multi-core machine to create multiple
sub-trees at a time. Our speed-up was so great that we have
achieved better results than 3DFlow algorithm [25], which is
currently among the state of the art algorithm for change-sets350

operations (Table I). Notice that it is as fast as O(nlogm) to
access a known sub-tree; where n is the number of sub-tree
nodes, and m is the number of VCT nodes.

In the following section, we summarize our work (Section
V).355



V. CONCLUSION

We have introduced a new feature for 3D VCS, a bounded
undo. Our method made a specialized sub-tree from a VCT
based on change-sets and, and removed operations on a mesh
volume while preserving the remaining mesh respecting the360

limitations discussed. Moreover, another application for our
specialized sub-tree is a tutorial for specific mesh features;
each construction sequence from the sub-tree with a descrip-
tion of the operations made is a candidate. It is possible to
improve the results of tutorials by combining our work with365

the one from Denning et al.[6].
As future work, we expect to find more properties for

change-sets, to improve the selection to a more flexible
geometry, and to find new applications for our sub-tree
– experimenting with the automatic generation of graphic370

assets for VCSs.
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