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Abstract.

In Mathematical Morphology set operators are described by a formal language, whose

vocabulary is composed of dilations, erosions, complementation, union and intersection. They are called
morphological operators when expressed in this form. Translation invariant and locally defined set opera-
tors are called W-operators. Recently, decision diagrams have been used as an alternative representation
for some 2-D and 3-D discrete W-operators. This paper shows that the reduced and ordered binary
decision diagram (ROBDD) is a non-ambiguous scheme for representing W-operators and presents a
method to compute the ROBDD of any W-operator from a corresponding morphological operator. This
procedure of computing decision diagrams can be applied to the automatic proof of equivalence between
morphological operators, since the W-operator they represent are equal if and only if they have the same

ROBDD.

1 Introduction

Mathematical Morphology (MM) is a general frame-
work for studying mappings over complete lattices [19]
[12]. In particular, operators (or mappings) between
binary images are of special interest in MM. A key
aspect, of MM is the description of such operators by
means of a formal language, whose vocabulary is com-
posed of the operations of intersection, union and com-
plementation and of dilations and erosions. This lan-
guage is called Morphological Language (ML) [4]. The
sentences of ML are called morphological operators.

An important class of image operators is that of
W-operators, i.e. the binary image operators that
share the properties of translation invariance and local
definition. W-operators are extensively used in mor-
phological image processing, and this family of opera-
tors is the focus of this paper.

Many of the existing software for morphological
image processing evaluate a set operator by directly
parsing morphological phrases and successively apply-
ing the special-purpose algorithms for the elementary
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operations and operators. Besides the ML-based op-
erator description, several structures for representing
W-operators have been studied.

The interval-based representation used in [6] has
been proved very useful in automatic learning of op-
erators for image analysis (7]. The set of training in-
put/output image pairs used in these systems can also
be seen as a, rather incomplete, representation of the
desired operator.

A graph-based representation for binary functions,
called Binary Decision Diagram (BDD), was first used
in MM in a special algorithm to compute the thin-
ning operator [18]. This paper extends the use of BDD
as a representation scheme for the whole class of W-
operators.

The motivation of this work comes from the search
for non-ambiguous (i.e. complete) and compact repre-
sentations for a large class of operators. It is desired
also that this representation lead to efficient algorithms
for morphological image processing and that it satis-
factorily solve the issue of verification whether two rep-
resentations are equivalent.

In fact, the BDD-based representation is efficient:



the application time of a BDD-represented operator is,
in the worst case, proportional to the size of the opera-
tor’s window and to the size of the input set. The class
of BDDs studied (reduced and ordered BDD) provides
a trivial algorithm for determining the equivalence be-
tween morphological operators. The algorithms to con-
vert a sentence of the ML to this new form of repre-
sentation are presented in this work.

Following this Introduction, Section 2 recalls the
basic concepts of binary MM. Section 3 presents the
morphological language. Section 4 introduces the BDD
as a representation scheme for Boolean functions. Sec-
tion 5 presents the algorithms for basic manipulation
of this graph-based representation. These algorithms
are used in Section 6, where we state the uniqueness
of this representation and show a method to derive the
graph of any binary morphological operator. Examples
of the graph construction process is given in Section 7,
and implementation issues and results are found in 8.
In the last section we give some conclusions and point
directions for future works.

2 Windowed Set Operators

Let E be a nonempty set. P(E) denotes the power-set
of E and C is the usual set inclusion relation. The pair
(P(E),C) is a complete Boolean lattice[8]. A set oper-
ator is any mapping defined from P(E) into itself. The
set ¥ of all set operators ¢ : P(E) — P(E) inherits
the complete lattice structure of (P(E), C) by setting
Y1 <2 & Yi(X) C Pa(X), Vb1, 92 € ¥, VX € P(E).
Let X,Y € P(E). XUY, XnY and X\Y are the usual
set operations of union, intersection and difference, and
X¢ is the usual set complementation.

Let (E, +) be an Abelian group with zero element
o € E, called origin. Let h € Eand X,Y C E. The set
X}, defined by Xp, = {z + h : z € X} is the translation
of X by h. Theset Xt = {—z : z € X} is the transpose
of X. The set operations X @Y = Uyey(Xy) and
X oY =Nyecy(X_y) are the Minkowski addition and
subtraction.

A set operator ¢ € ¥ is called translation invari-
ant (t.i.) if and only if, Vh € E,VX € P(E),¢¥(Xy) =
Y(X)n-

Let W be a finite subset of E. A set operator i
is called locally defined (1.d.) within a window W if
and only if, Vh € E,VX € P(E),h € ¢¥(X) & h €
Y(X NWh).

Let Yy denote the collection of all t.i. operators
that are also 1.d. within W. The elements of ¥y are
called W-operators. The pair (¥w,<) constitutes a
sub-lattice of the lattice (¥, <). Furthermore, it is iso-
morphic to the complete Boolean lattice (P(P(W)), C
), since the mapping Kw : ¥y — P(P(W)) defined
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by Kw () = {X € P(W) : 0 € $(X)},Vy € Ty,
is bijective and preserves the partial order. The set
Kw (1) is the kernel of 1.

3 Morphological Language

In this session we recall the main concepts of Math-
ematical Morphology from the viewpoint of a formal
language.

Let ¥,v¢, € (¥,<). The supremum v, V 12 and
infimum ¥ Az operators verify (v Vi }(X) = ¢¥1(X)
U ¥2(X) and (Y1 A 9)(X) = 91 (X) Nya(X), X €
P(E). They can be generalized as (Vicrs)(X) =
Uieri(X) and (Aier:)(X) = Nieri(X), where [ is a
set of indices. The composition operator 1), is given
by ¥211(X) = ¥h2(¢1 (X)), X € P(E).

The set operators ¢ and v defined by «(X) = X
and v(X) = X¢ VX € P(E), are called, respectively,
the identity and the negation operators. ¢ and v are
1.d. within the window {o}. The dual of an operator
1, denoted by ¥*, is defined by ¥*(X) = (X)), X €
P(E). Note that ¥* = viv.

For any h € E, the set operator 7, defined by
Tw(X) = Xn, VX € P(FE), is called the translation
operator by h. 7, is 1.d. in {-h}. For a t.i. operator 1,
ThY) = YTh.

Let B € P(W). The t.i. set operators ép and €p
defined by 6p(X) = X®Bandep(X)=X6B,VX €
P(E), are the dilation and erosion by the structural
element B [6]. These set operators are 1.d. in B* and
B, respectively. One can also write §g = Vpep 7 and
€B = NpeB T—p-

Proposition 3.1 If ¢, ¢, and i are set operators
locally defined within windows W, W and W5, respec-
tively, then they have the following properties:

1. 3 is ld. in any window W' D W;
2. Y1 AP and Y1 V pg are L.d in Wy UW,;
3. Yhe E,mptp is Ld. in W_p;

4. YB C W,dp¢ and ept are l.d. in W © B! and
W & B, respectively,

5. T/)2¢1 is l.d. in W] 5] WZ,'
6. v, Yu, v, Yv and ¥* are l.d. in W.

This proposition is demonstrated in [6].
Morphological operators, that is, sentences of the
Morphological Language, are built as strings of elemen-
tary operators (eg;, ép,, ¢, ¥) bound by the operations
V, A and composition.
As an example, let A, B € P(W) such that A C
B. The collection [A,B] = {X : A C X C B} is



called an interval. The ti. sup-generating operator
AX g, defined by W p(X) ={z € E: (X_;)nW €
[4,B]}, X € P(E), can be described as A g = €4 A
vz, where B = W\B. Note that AY 5 is Ld. in
AU B, and, hence, in W.

The set Bw (1) of all maximal intervals in the ker-
nel of a W-operator v is called basis of ¢ [2]. See Sec-
tion 2 for kernel definition.

Any W-operator 1 can be given by their canonical
sup-decompositions:

P(X) =AY p(X): [4,B]CKw(®)} [X € P(E)]
and
P(X) = UMY p(X): [A, Bl € Bw(¥)} [X € P(E)]

As a conclusion, ML is complete, in the sense that
any W-operator can be represented by canonical forms,
which are valid sentences of ML [3]. It is also expres-
sive, since many useful operators can be described with
short sentences.

4 Binary Decision Diagrams

A variety of representation methods for Boolean func-
tions have been developed. In the classical ones, such
as truth tables and canonical sum-of-products form,
the representation of a function of n variables has size
O(2™). Other approaches, such as the set of prime im-
plicants (or equivalently the set of maximal intervals)
or a subset of irredundant ones, yield to compact rep-
resentation for many functions, but simple operations
such as complementation may result in a representa-
tion of intractable size. Here we describe a graph-based
representation method that is very useful for a large
class of Boolean functions, many of them not tractable
by other schemes.

4.1 Boolean Functions as DAGs

The representation of a Boolean function by a decision-
based structure was introduced by Lee[15] and further
popularized by Akers [1] under the name of binary de-
cision diagram (BDD). Algorithms for BDD manipu-
lation are described in {10]. Efficient implementation
directions are found in {13] and [9]. Applications of
BDDs in Digital Image Processing have been recently
developed [20], [18], [17].

A Binary Decision Diagram of a Boolean func-
tion f : {0,1}" — {0,1} is a rooted, directed acyclic
graph (DAG) with two types of nodes: terminal and
nonterminal. Each terminal node v has as attribute
a value value(v) € {0,1}. The nonterminal nodes v
have two children nodes, low(v) and high(v). Each
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nonterminal v is labeled with an input variable index
indez(v) € {1,2,...,n}.

For a given assignment to the input variable vec-
tor x = (z1,...,Zn), the value of the function is de-
termined by traversing the graph from the root to
a terminal node: at each nonterminal node v with
index(v) = ¢, if z; = 0, then the arc to low(v) is
followed. Otherwise (z; = 1), the arc to high(v) is fol-
lowed. The value of the function is given by the value
of the terminal node.

A node v in a BDD represents a Boolean func-
tion f, such that: (a) if v is a terminal node with
value(v) = 0, then f, = 0; (b) if v is a terminal node
with value(v) = 1, then f, = 1; (c) if v is a nontermi-
nal node and indez(v) = i, then f, =75 - flou () + Ti -
fhrigh(v)- The mathematical background of the BDD
construction is the well known Shannon Ezpansion of
a Boolean function: f = z; - f|;, + Z; - flzz- The re-
strictions fl,, = f(zi1,...,%i-1, 1, Zit1,...,Zn) and
flez = f(z1,...,zi—1, 0, Tit1,...,xn) are the cofac-
tors of f with respect to the literals z; and Z;.

4.2 Reduced and Ordered BDDs

An ordered BDD (OBDD) is a BDD such that any path
in the graph from the root to a terminal node visits
the variables in ascending order of their indices, i.e.,
index(v) < indez(low(v)) whenever v and low(v) are
nonterminal, and indez(v) < indez(high(v)) whenever
v and high(v) are nonterminal. Since a variable ap-
pears at most once in each path, a function is evaluated
in time O(n) in an OBDD.

If an OBDD contains no pair of nodes {u, v} such
that the graph rooted by u and v are isomorphic, and
if it contains no node v such that low(v) = high(v), it
is called a reduced OBDD (ROBDD). An OBDD of N
vertices can be transformed in an equivalent ROBDD
in time O(N- log N) by the REDUCE algorithm pre-
sented in [10).

The following theorem states the canonicity of the
ROBDD representation.

Theorem 4.1 For any Boolean function f, there is
a unique ROBDD representing f. Furthermore, any
other OBDD representing f contains more vertices.

The proof of this theorem is presented in [10].

Besides allowing function evaluation in linear time,
ROBDDs can be used in the efficient computing of
function satisfiability, tautology and equivalence.

4.3 The Lattice of ROBDDs

Let F, denote the set of all functions {0,1}™ — {0,1}
and let ®w denote the set of all functions P(W) —



{0,1}, such that W = {wy,...,w,}. We establish
a one-to-one correspondence between elements of F,
and ®w by making f(z1,...,7,) = o({w; € W : z;
1}). Let < denote the usual order in {0,1}. The par-
tially ordered sets (F,, <) and (®w, <) are complete
Boolean lattices isomorphic to (P(P(W)),C). This
is observed from the bijective mapping K : &y —
P(P(W)) given by K(p) = {X : p(X) = 1}.

Let Gw denote the set of all ROBDDs represent-
ing functions in F,,. From the previous theorem, ROB-
DDs are unique and non-ambiguous representations of
Boolean functions. Thus, there is a bijective mapping
between Gy and F,, and, hence, between Gy and
®w. The ROBDD of a binary function ¢ € ®w is
denoted by G(¢) and is simply called “graph” in the
sequence. The pair (Gw,C) is a complete Boolean
lattice isomorphic to the lattice (®w, <), where the
partial order C between two graphs G(¢1) and G(p2)
in Gw is defined by G(p1) C G(p2) & ¢1 < p2 ,
01,902 € Pw.

5 Operations on BDDs

5.1 Algorithms for Logical Operations
between Graphs

Let ¢, 01,02 € ®w and let G,G1,G2 € Gy be their
corresponding graphs. The graph complement, infi-
mum and supremum, respectively denoted by =, M and
U, are computed by the algorithm APPLYOPERATION
presented in [10]. This algorithm takes as input two
graphs with N; and N nodes and a logical operation
(AND, OR, XOR) as parameters, and return the re-
sulting graph in time O(N; - N2). The algorithm is
based in the following property of Boolean functions:
[®fo =T (file ® falz) + @i (fila, ® f2ls;), where
® denotes one of the sixteen logical function of two
variables [11]. Thus,

G1 M G2 =G(p1-p2) =APPLYOP.(G1,G2, AND);
GLUGy = G((,Ol + (pQ)ZAPPLYOP.(Gl, Gg,OR);
G =G(®) =AprpPLYOP.(G,1, XOR).

The graph of the complement of ¢ € ®w can be
alternatively computed by simply exchanging the val-
ues of the two terminal nodes.

The graph dual of G in Gy is denoted G*, and is
defined by G*(p(X)) = G(p*(X)) = G(®(X°)). It can
be computed from G by swapping low(v) with high(v)
in each vertex of G and swapping the terminal nodes
too.

5.2 Algorithm for the Translation of a Graph

Let h € E and ¢ € ®w. The translation of ¢ by
h, denoted by ¢y is defined by pr(Y) = ¢(Yn),VY €
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P(W_p). Thus, g, € dw_, and the Boolean expres-
sions of ¢}, can be obtained from those of ¢ by a chang-
ing of variables. The input translation by h of the
graph G(p) € Gw is denoted by G(y) + h and defined
as G(¢) + h = G(pp). Note that G(p) + h € Gw_, -

For a trivial implementation of G + h, W U W_,,
must be consistently ordered, otherwise a reordering
of the BDD may be mandatory. From this point, we
assume that £ = Z? and that a all translations of
interest of W fit in a rectangle R C E. The usual
lexicographical order for the elements of R yields to
a preservation of the order of the elements of W in
any translation. Thus, the translated graph G + h is
isomorphic to G up to vertex relabeling.

6 Translating Morphological Operators into
Decision Diagrams

In this section we see how to incrementally compute the
ROBDD of a W-operator described by a morphological
expression.

We have seen (Section 2) that (¥w, <) is isomor-
phic to (P(P(W)), C), and also (Section 4) that (®w,
<) is isomorphic to (Gw, C) and to (P(P(W)), C).
This demonstrates, by transitivity of isomorphisms,
that there is a one-to-one correspondence between ele-
ments of Gy and ¥y . This shows that a graph non-
ambiguously and uniquely represents a W-operator.

We denote by Gw (¢) the corresponding graph of a
W-operator 1. The caligraphic G() is to stress that the
argument is an operator, while G() has as argument a
function. The subscript W is used in both notations to
emphasize the window in which the graph is defined.

The mapping ¢ : ¥y — Sy given by p(¥)(X) =
1 0 € Y(X),V) € Ty establishes the characteristic
function of the W-operator 1. Note that the kernel
K () is the satisfying set of (1), and the basis B(1)
is the set of prime implicants of p(v).

The following propositions establish the algorithms
that perform the basic operations on graphs of morpho-
logical operators.

Proposition 6.1 If ¢, i, and ¥, are W-operators,
respectively within the windows W, W; and Wy and
with graphs Gw (¥), Gw, (V1) and Gw, (v2), then

Gw(vy) = Gw(¥)
Gwuws (Y1 AY2) = Gwyows, (¥1) N Gw,yuw, (V2)
Gwiuw: (1 V) = Gwuw, (¥1) U Gwiow, (¥2)
Gw*) = Gw().

Proposition 6.2 If ¥ is a W-operator with graph
Gw(¢) and, Vh € E, 7, is the translation operator



by the vector h, then

Gw_n(Th¥) = Gw (¥) + .

Proposition 6.3 If 1 is a W-operator with graph
Gw () and dp 1is the dilation by B, then

Gwep (08Y) = UseB(Gweon: (¥) + b).

Proposition 6.4 If ¢ is a W-operator with graph
Gw (¥) and £ is the erosion by B, then

Gweon(es¥) = MeB(Gwan (W) + (—b)).

Proposition 6.5 If ¢ is a W-operator with graph
Gw (), ’\K/,B is the sup-generating operator, and B =
W'\B, then

Gwow (MY 5¥) = Gwew (€4¥) NGwew: (05:9).

Definition 6.1 Given a set of indices I, we say that a
collection of intervals {[A;, B;] : i € I} exactly covers
a W-operator ¢ if ¢ = V.L‘e]/\%’B‘_.

For example, the basis of a W-operator is an exact
cover of it. And so is the set {[4,4] : A € Kw(¥)}.
The set of intervals representing the positive paths
(those that yield to 1) of a graph Gw (¥) is a disjoint
exact cover of 1, because it exactly covers ¥ and any
two of its intervals have empty intersection.

Proposition 6.6 If ¢; and ¢, are t.i. operators l.d.
in W, and Wa, respectively, with graphs Gw, (¥1) and
Gw, (¢2), and {[Ai, B;] : i € I} is a set of intervals
that exactly covers 15, then

Gwiow, (¥2t1) = UicrGw,ow, (A4 5, 1)

The proofs of these propositions are based on the
isomorphisms mentioned in the beginning of this sec-
tion, and are presented in [16].

Figure 1 illustrates the building blocks used to
pictorially describe a morphological operator (a) and

bkt
bk
b

(a) (b)

Figure 1: Basic operations on operators and corre-
sponding operations on graphs.
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Figure 2: Vertical border detector and its window.

| XCW | o(¥)(X) Xcw (W) (X)
{ws} 0 {wy,ws} 0
{’u)g} 1 {wl,wQ} 1

{wq, w3} 1 {w1,ws,ws} 0

Table 1: Characteristic function of a W-operator.

their corresponding blocks used to incrementally build
its graph (b). The correspondence between sets (a)
and (b) is explained in the propositions above. The
blocks with the symbol ”=" compares two input mor-
phological operators (and graphs), as explained in the
sequence, and result a boolean value. In the examples
below we will use such graphical construction.

6.1 Automatic Proof of Equivalence

An important task in MM is to determine whether two
descriptions correspond to the same operator. Proving
the equivalence of two morphological operators 1, and
12 involves manipulation of their expressions using well
known set-theoretic properties, and it is often a diffi-
cult task. On the other hand, if we know the graphs
G and G7 of two W-operators, then the proof of their
equivalence is trivial: since the graph representation
of a W-operator is unique, we simply compare if both
graph descriptions are equal. Alternatively, we could
verify it by calling APPLYOPERATION (G, G2, XOR),
and test if the resulting graph is the trivial leaf ”0”.

7 Examples

In this section we will see how to compute the ROBDD
representation of a W-operator. Several ways of rep-
resenting a W-operator exist. For example, an opera-
tor 4 locally defined in W = {w;,ws, w3} = {(-1,0),
(0,0), (1,0)} that detects the vertical borders of Fig-
ure 2, can be represented by:

e the characteristic function ¢(1)) of Table 1;
e the Hasse diagram of Figure 3(a);
e the canonical sup-decomposition

Y= )‘mz}w{wuwz} v A‘{/sz},{wzyws};



Figure 3: (a) Hasse diagram and (b) graph of the op-
erator.

the morphological expression by means of erosion
and dilations ¥ = €y,} A V0(w,} V E{wy} A VO{ws}

the block diagram of Figure 4(a);

the Boolean expressions F(vy)(z1,%2,73) = 2 -
T1T3 = T1Z2 + 12T3 = 22(T) + T3);

the kernel Cw (1/)) = {{’UJQ}, {UIQ,'LU;;}, {wl,wg}};
the basis

Bw () = {[{wZ}a {w11w2}]) [{U)?}a {w2, ws}l};
e the graph (ROBDD) Gw (¢) of Figure 3(b).

It is possible to compute the graph of any W-operator,
whenever its description in the morphological language
is known. For the incremental computation of the
graph of a W-operator ¥ described by a morphological
expression, we start with the graph of the identity op-
erator and successively apply the algorithms that cor-
respond to the propositions in the preceding section,
according to the parsing of the sentence that describes
1. Each step is initiated by the modification of the
window by applying Proposition 3.1.

7.1 Anti-Extensive Vertical Border Detector

Figure 4: Construction of the morphological expression
(a) and of the graph (b) of the vertical border detector.

" In order to obtain the graph of the anti-extensive
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Figure 5: Incrementally computed graph of the border
detector (see labels in Figure 4-b).

vertical border detector just seen, we set the config-
uration of Figure 4(b) and apply the corresponding
algorithms. At each step we obtain the graphs shown
in Figure 5.

7.2 Composition of two Median Filters

This example illustrates the composition operation be-
tween two operator graphs. When two graphs are
known, but we have no access to the morphological
expression that generated them, then we can use the
algorithm of Prop. 6.6 to calculate the graph of the
composition of the two represented operators.

(a)

Figure 6: (a) 1x3 median filter and (b) composition of
two of them.

Figure 6 shows the graph of the median filter of
window W = {wy, w2, w3} ={(-1,0),(0,0),(1,0)}, and
the resulting composition between two of them. The
latter has window W = {wg, w1, ws, w3, ws} = {(-2,0),
("LO): (070)7 (170)7 (270)}'

8 Implementation

We implemented the algorithms of section 6 to com-
pute the BDD of image operators. The low-level BDD
algorithms followed the ideas found in [9}, i.e. the ITE



operation, instead of the already mentioned APPLY-
OPERATION() of [10]. In this level, the graphs of all
operators being processed share their nodes in a unique
table (global storage). However, at a higher level (local
storage), each operator has its own ROBDD, together
with its window stored in the usual 2-D scan order.

The implementation of the translation operation
is not straightforward in the ITE paradigm: a relabel-
ing of nodes can’t be done, because the label is part
of the hash key (see [9]). In order to implement the
translation operator still by means of an order preserv-
ing change of variables, the nodes in the unique table
don’t store the actual indices of the operator’s func-
tion variables. Instead, they store a reference into an
unordered table of all window elements in use. When
extracting a graph from the unique table, or import-
ing a new graph into it, the appropriate conversion
between local and global indices is made. Thus, the
translation of a graph is done by extracting it from
the unique table, and then loading it again with the
window appropriately displaced.

Compositions by erosion and dilations are com-
puted by calling the translation several times. The pa-
rameters for the sup-generating operators used in the
computation of the composition of two operators is di-
rectly obtained from each positive path of one of the
input graphs. Sometimes the task of representation
conversion from morphological expressions is slow, be-
cause the number of generated graph nodes may grow
exponentially, depending on the operator.

The application of a BDD over an image could be
done by a general program that traversed the graph
structure, but in our system we implemented a code
generator: each BDD is converted to a program in the
C language, which takes the image and the window
as inputs. The program is then compiled, optimized
and stored in a dynamic library. The advantage of
this approach is obvious: each node is an if-then-else
structure which is directly executed, leading to faster
programs. The implemented image structure uses one
pixel per byte.

8.1 Experimental Results

The programs for incremental construction of BDDs
and the one that applies them over images were devel-
oped on the Khoros 2.2 environment (14]. For compar-
ison reasons we used the MMach Toolbox [5]. Several
runs were made for the created BDD-based operators,
and compared against the equivalent operators built
from the specifically designed ones of the mentioned
Toolbox.

Timing results were collected on a 450 MHz per-
sonal computer running the Linux operating system,
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Image Size Thin_4.homoth Dil_diamond

Name (pixels) MMach | BDD [ MMach | BDD

Beetle 4096 63.2s 19.3s 33.4s 4.8s
NoisyBall 4096 62.1s 15.4s 35.4s 19.4s
UltraSnd 4600 69.6s 23.3s 39.3s 3.7s

Table 2: Comparison of running times for the operators.

Figure 7: Diamond-shaped structuring element.

and shown in Table 2. Two previously calculated op-
erators, named “Thin_4_homoth” and “Dil_diamond”,
were applied over three images of around 2000 x 2000
pixels. They are explained in the sequence.

The first operator tested was the four-homothetic
thinning as defined in {17]. Each complete turn is an
operator that depends on a window of 82 elements.
The task in the MMach test consisted on calling the
thinning operator a single time, with parameter of 80
steps (each step rotates the structuring element by
45°), while the equivalent task in the BDD test (our
implementation) consisted in 10 consecutive applica-
tions of the BDD of a single turn. This BDD has 2899
nodes. The measured times show that the BDD im-
plementation is at least tree times faster.

The second operator consists of a dilation by the
diamond of Figure 7. The operator window size has
84 elements. The task in both runs consisted of 10
consecutive applications of the operator. As would be
expected, the BDD program is too sensible to the input
image contents: when it has large areas of zero value,
short paths in the BDD are rare. Nevertheless, the
implementation with BDD is much faster than in the
other approach.

9 Conclusion

In this work we saw that the Reduced Ordered Binary
Decision Diagram is a good alternative for the repre-
sentation of translation-invariant and locally defined
set operators. Its efficient application time makes it
a good candidate as the core representation scheme of
non-linear signal and image processors.

The main contribution of this work was the de-
velopment of a well defined procedure to convert any
expression of the morphological language for a given
W-operator in its correspondent ROBDD. We saw that
the ROBDD is a non-ambiguous (complete) and unique



representation scheme for W-operators, The unique-
ness of the ROBDD representation allow a simple so-
lution to the problem of checking the equivalence be-
tween morphological operators.

The main drawback of the graph-based represen-
tation is that its size (number of nodes) can grow ex-
ponentially with the number of variables (window size)
in some cases. A challenging task is to classify the
Boolean functions in terms of such behavior, in order
to determine the conditions for which one description
(morphological expression, basis, graph, etc.) is better
than the other.

Currently we are working on an implementation
of a BDD-based morphological machine and extending
this approach to multi-level morphology.
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